File Input and Output

# Computer Files

* Types of Storage Device:
  + **Volatile storage** is temporary. Volatile values (stored in variables) are lost when the computer loses its power. The Random Access Memory (RAM) is being used when a Java program stores a value in a variable.
  + **Non-volatile storage** is permanent. A Java program that is saved on a disk uses a non-volatile storage.
* A **computer file** is a collection of data stored on a non-volatile device.
* Categories of File:
  + A **text file** consists of data that can be read in a text editor. Data in a text file is encoded using a scheme. The most common schemes are ASCII and Unicode. Examples are program files and application files.
  + A **binary file** contains data that is not encoded as text. This file has contents in binary format, which means they cannot be understood by viewing them in a text editor. Examples are images, music, and the .class extension files which are created after compiling Java programs.
* The common characteristics of a text file and binary file are size, name, and date and time of creation.
* Permanent files are commonly stored in the **main directory** or the **root directory**.
* To organize stored files, **folders** or **directories** are used.
* Users may also create folders within folders. The complete list of the disk drive plus the hierarchy of directories in which the file is located is called **path**.

Example of a complete path: **C:\Java\Chapter8\example.txt**

* In the Windows operating system, the backslash (\) is the **path delimiter** – the special character used to separate path components.

***The Path and Files Classes***

* The ***Path* class** creates objects that contain information about files and directories, such as sizes, locations, creation dates, and is used to check whether a file or directory exists.
* The ***Files* class** performs operations on files and directories, such as determining their attributes, creating input and output streams, and deleting them.
* To use both the *Path* and *Files* classes, add the following statement.

**import java.nio.file.\*;**

* To create and define a *Path*, use the *Paths* class and its *get()* method.

# Example: Path filePath = Paths.get(“C:\\Java\\Chapter8\\sample.txt”);

* An **absolute path** is a complete path; it does not require any other information to locate a file on a system.

Example: **C:\Java\Chapter8\sample.txt**

* A **relative path** depends on other path information. Examples: **sample.txt**

# Chapter8\sample.txt Java\Chapter8

* *Path* Methods:

|  |  |
| --- | --- |
| **Method** | **Description** |
| String toString() | Returns the *String* representation of the *Path*, eliminating double backslashes |
| Path getFileName() | Returns the file or directory denoted by this *Path*; this is the last item  in the sequence of name elements. |
| int getNameCount() | Returns the number of name elements in the *Path* |
| Path getName(int) | Returns the name in the position of the *Path* specified by the integer parameter |

![](data:image/png;base64,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)Sample Program:

Output:
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* To verify if a file exists and if a program can access it when needed, the ***checkAccess()*** method is used.
* Arguments of the *checkAccess()* Method:

|  |  |
| --- | --- |
| **Argument** | **Description** |
| None | Checks whether the file exists |
| READ | Checks whether the file exists and whether the program has permission to read the file |
| WRITE | Checks whether the file exists and whether the program has permission to write to the file |
| EXECUTE | Checks whether the file exists and whether the program has permission to execute the file |

* The ***delete()*** method of the *Files* class accepts a *Path* parameter and removes the last element (file or directory) in a path or throws an exception if the deletion is unsuccessful.
* Examples of Exceptions:
  + If there is an attempt to delete a file that does not exist, a ***NoSuchFileException*** is thrown.
  + If there is an attempt to delete a directory that has files, a ***DirectoryNotEmptyException*** is thrown.
  + If there is an attempt to delete a file without permission, a ***SecurityException*** is thrown.
  + Other input/output errors cause ***IOException***.
* The ***deleteIfExists()*** method can also be used to remove a file without encountering an exception if the file does not exist.
* To retrieve useful information about a file, the ***readAttributes()*** method of the *Files* class is used.

This method takes two (2) arguments.

These are *Path* object and *BasicFileAttributes.class*. The *readAttributes()* method returns an instance of the *BasicFileAttributes.class*.

Example:
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* *BasicFileAttributes* Methods:

|  |  |
| --- | --- |
| **Method** | **Description** |
| size() | Returns the size of the file in bytes |
| creationTime() | Returns the date and time the file was created Format: yyyy-mm-ddThh:mm:ss  *(T stands for Time)* |
| lastModifiedTime() | Returns the date and time the file was last edited  *(Same format with creationTime())* |
| compareTo() | Compares relationship between values retrieved from  creationTime() or lastModifiedTime() |

# File Organization, Streams, and Buffers

* The smallest useful piece of data is the character. A **character** can be any letter, number, or other special symbol (such as punctuation mark) that makes up data.
* A **field** is a group of characters that has some meaning. Fields are grouped together to form records.
* A **record** is a collection of fields that contain data about an entity. Records are grouped to create files.
* A **file** consists of related records.
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* When each record in a file is accessed one after another in the order in which it was stored, the data file is used as a **sequential access file**.
* A record’s fields can be organized into a single line or can be separated by a character.
* Values in a record that are separated by commas are called **comma-separated values**.
* A **stream** is a flow of data.
* If the data is taken from a source (such as a file or the keyboard) and is delivered into a program, it is called an **input stream**.
* If the data is delivered from a program to a destination (such as a file or the screen), it is called an **output stream**.
* A **buffer** is a memory location into which you can write data, which you can read again later.
* **Flushing** clears any bytes that have been sent to a buffer for output but have not yet been displayed on a hardware device.

# The IO Classes

* Input and Output Classes:

|  |  |
| --- | --- |
| **Class** | **Description** |
| InputStream | Abstract class that contains method for performing input |
| FileInputStream | Provides the capability to read disk from files |
| BufferedInputStream | Handles input from a system’s standard or default input device (usually the keyboard) |
| OutputStream | Abstract class that contains method for performing output |
| FileOutputStream | Provides the capability to write to disk files |
| BufferedOutputStream | Handles input from a system’s standard or default output device (usually the monitor) |
| PrintStream | Contains methods for performing output that never throws an  exception (System.out is a PrintStream object) |
| Reader | Abstract class for reading character streams; the only methods that a subclass must implement are read(char[] int, int) and close() |
| BufferedReader | Reads text from a character-input stream, buffering characters to  provide for efficient reading of characters, arrays, and lines |
| BufferedWriter | Writes text to a character-output stream, buffering characters to provide for the efficient writing of characters, arrays, and lines |

* Common Methods of the *OutputStream* Class:

|  |  |
| --- | --- |
| **OutputStream Method** | **Description** |
| void close() | Closes the output stream and releases any system resources associated with the stream |
| void flush() | Flushes the output stream; if any bytes are buffered, they will  be written |
| void write(byte[] b) | Writes all bytes to the output stream from the specified byte  array |
| void write(byte[] b, int off, int len) | Writes bytes to the output stream from the specified byte array  starting at offset position off for a length of len characters |

* The *Files* class’ ***newOutputStream()*** method is used to create a writeable file. A *Path* and a *StandardOpenOption* argument are passed to this method. This method creates a file if it hasn’t existed yet, opens the file for writing, and returns an *OutputStream* that can be used to write bytes to the file.
* *StandardOpenOption* Arguments:

|  |  |
| --- | --- |
| **StandardOpenOption** | **Description** |
| WRITE | Opens the file for writing |
| APPEND | Appends new data to the end of the file; use this option with WRITE  or CREATE |

|  |  |
| --- | --- |
| TRUNCATE\_EXISTING | Truncates the existing file to 0 byte so the file contents are replaced; use this option with the WRITE option |
| CREATE\_NEW | Creates a new file only if it hasn’t existed yet; it throws an exception  if the file already exists |
| CREATE | Opens the file if it exists or creates a new file if it hasn’t existed yet |
| DELETE\_ON\_CLOSE | Deletes the file when the stream is closed; it is used most often for temporary files that exist only for the duration of the program |

* The ***newInputStream()*** method of the *Files* class is used to open a file for reading. This method accepts a *Path* parameter and returns a stream that can read bytes from a file.
* A ***BufferedReader*** object is declared to read a line of text from a character-input stream, buffering characters so reading is more efficient.
* Common Methods of the *BufferedReader* Class:

|  |  |
| --- | --- |
| **BufferedReader Method** | **Description** |
| close() | Closes the stream and any resources associated with it |
| read() | Reads a single character |
| read(char[] buffer, int off, int len) | Reads characters into a portion of an array from position off for  len characters |
| readLine() | Reads a line of text |
| skip(long n) | Skips the specified number of characters |

# Sequential Data Files

* The ***BufferedWriter*** class writes text to an output stream, buffering the characters.
* *BufferedWriter* Methods:

|  |  |
| --- | --- |
| **BufferedWriter Method** | **Description** |
| close() | Closes the stream, flushing it first |
| flush() | Flushes the stream |
| newline() | Writes a line separator |
| write(String s, int  off, int len) | Writes a String from position off for length len |
| write(char[] array,  int off, int len) | Writes a character array from position off for length len |
| write(int c) | Writes a single character |